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The remarkable achievements of Artificial Intelligence (AI) algorithms, particularly in Machine Learning (ML)
and Deep Learning (DL), have fueled their extensive deployment across multiple sectors, including Software
Engineering (SE). However, due to their black-box nature, these promising AI-driven SE models are still far
from being deployed in practice. This lack of explainability poses unwanted risks for their applications in
critical tasks, such as vulnerability detection, where decision-making transparency is of paramount importance.
This article endeavors to elucidate this interdisciplinary domain by presenting a systematic literature review of
approaches that aim to improve the explainability of AI models within the context of SE. The review canvasses
work appearing in the most prominent SE and AI conferences and journals, and spans 108 articles across
23 unique SE tasks. Based on three key Research Questions (RQs), we aim to (1) summarize the SE tasks
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where XAI techniques have shown success to date; (2) classify and analyze different XAI techniques; and
(3) investigate existing evaluation approaches. Based on our findings, we identified a set of challenges remaining
to be addressed in existing studies, together with a set of guidelines highlighting potential opportunities we
deemed appropriate and important for future work.

CCS Concepts: • General and reference→ Surveys and overviews; • Computing methodologies→ Neural
networks; Artificial intelligence; • Software and its engineering→ Software development techniques;

Additional Key Words and Phrases: Explainable AI, XAI, interpretability, neural networks, survey
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1 Introduction
Software Engineering (SE) is a discipline that deals with the design, development, testing, and
maintenance of software systems. As software continues to pervade a wide range of industries,
diverse and complex SE data, such as source code, bug reports, and test cases, have grown to
become unprecedentedly large and complex. Driven by the success of Artificial Intelligence (AI)
algorithms in various research fields, the SE community has shown great enthusiasm for exploring
and applying advanced Machine Learning (ML)/Deep Learning (DL) models to automate or
enhance SE tasks typically performed manually by developers, including automated program repair
[50, 128], code generation [70], and vulnerability detection [8, 176]. A recent report from the 2021
SEI Educator’s Workshop has referred to AI for Software Engineering (AI4SE) as an umbrella
term to describe research that uses AI algorithms to tackle SE tasks [95].

Despite the unprecedented performance achieved by ML/DL models with higher complexity,
they have been slow to be deployed in the SE industry. This reluctance arises due to prioritizing
accuracy over Explainability—AI systems are notoriously difficult to understand for humans
because of their complex configurations and large model sizes [42]. From the perspective of the
model user, explainability is needed to establish trust when imperfect “black-box” models are used.
For instance, a developer may seek to comprehend the rationale behind a DL-based vulnerability
detection model’s decision, i.e., why it predicts a particular code snippet as vulnerable, to facilitate
analyzing and fixing the vulnerability [93, 166]. For the model designers, explainability is required to
investigate failure cases and direct the weak AImodels in the proper paths as intended [127]. In other
words, merely a simple decision result (e.g., a binary classification label) without any explanation is
often not good enough. This fact stimulates the urgent demand for designing algorithms capable of
explaining the decision-making process of black-box AI models, leading to the creation of a novel
research topic termed eXplainable AI (XAI) [29].
Our Work. To effectively chart the most promising path forward for research on the explainability
for AI4SE, we conducted a Systematic Literature Review (SLR) to bridge this gap, providing
valuable insights to the community. In particular, we followed the standardized practice suggested
by Zhang et al. [165], which included three main steps: (¶) designing search strategies; (·) study
selection; and (¸) data extraction and analysis. Due to space limitations, we detailed each step of
our SLR and results online as supplementary materials.1 As a result, we examined 108 primary
studies published in 27 flagship conferences and journals over the last 13 years (2012–2024). In this
article, we focused on investigating the following ResearchQuestions (RQs):

1https://github.com/RISS-Vul/xai4se-paper/blob/master/Appendix.pdf
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—RQ1: What types of AI4SE studies have been explored for explainability?
Findings: (1) Primary studies can be categorized into 23 unique SE tasks across five major
activities within software development life cycle; (2) Early studies predominantly concentrated
on traditional classification tasks like Bug/Defect Prediction. Since 2021, researchers have turned
their attention to a greater number of more complex SE tasks; (3) While there has been a recent
wealth of work, there are still underrepresented topics in software requirements and design and
software management that should be considered by the SE community, suggesting a potential
area of focus for future research in this field.

—RQ2: How XAI techniques are used to support SE tasks?
– RQ2𝑎: What types of XAI techniques are employed to generate explanations?
– RQ2𝑏: What format of explanation is provided for various SE tasks?
Findings: (1) Existing XAI techniques for SE tasks are mainly developed along five directions,
including Out-of-the-Box Toolkit (OT), Interpretable Model (IM), Domain Knowledge
(DK), Attention Mechanism (AM), as well as a set of other highly tailored approaches. The
most popular of the five being OT, contributing ≈34% of our surveyed studies; (2) Key factors
guiding the selection encompass Task Fitness, Model Compatibility, and Stakeholder Preference;
(3) A number of explanation formats have been explored in our surveyed studies, with the main
formats utilized being Numeric, Text, Visualization, Source Code, and Rule. They were often tightly
associated with a given SE task.

—RQ3: How well do XAI techniques perform in supporting various SE tasks?
– RQ3𝑎: What baseline techniques are used to evaluate XAI4SE approaches?
– RQ3𝑏: What benchmarks are used for these comparisons?
– RQ3𝑐: What evaluation metrics are employed to measure XAI4SE approaches?
Findings: (1) In light of a notable scarcity of well-documented and reusable baselines or bench-
marks, approximately 28.7% of the benchmarks employed in the evaluations of our studied ap-
proaches were self-generated, with a significant portion not being publicly accessible or reusable;
(2) There is no consensus on evaluation strategies for XAI4SE studies, and in many cases, the
evaluation is only based on specific properties, such as correctness and coherence, or researchers’
subjective intuition of what constitutes a good explanation.

Contributions.We anticipate that our findingswill be instrumental in guiding future advancements
in this rapidly evolving field. This study makes the following contributions:

—We present a systematic review of recent 108 primary studies on the topic of explainability for
ML/DL-based SE, and pinpoint several potential directions for researchers and practitioners.

—We describe the key applications of XAI4SE encompassing a diverse range of 23 unique SE
tasks, grouped into five core SE activities within software development life cycle.

—We synthesize a taxonomy of XAI techniques used in SE from an integration perspective, and
analyze frequently used formats of explanation.

—We summarize common evaluation means adopted by XAI4SE research, including available
baselines, prevalent benchmarks, and commonly employed evaluation metrics, to determine
their validity.

—We discuss key challenges that using XAI techniques encounters within the SE field, and
provide several practical guidelines for future research.

—Wemaintain an interactive website, https://riss-vul.github.io/xai4se-paper/, with all of our data
and results for reproducibility, and encourage contributions from the community to continue
to push forward XAI4SE research.

Comparison with Existing Surveys. Recently, the SE community has embarked on a series of
research activities regarding explainability, where several existing literature reviews or surveys
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Table 1. Comparison of Our Work with Previous Surveys/Reviews on Explainability for AI4SE Research

Reference Studied Model Scope # Articles Taxonomy Evaluation† GuidelineBaseline Benchmark Metric
Mohammadkhani et al. [85] ML and DL -2022 24 General # G# G# #
Yang et al. [155] CodeLMs 2019–2023 146 (16) General # # # #
Our survey ML and DL (+LLM) 2012–2024 108 Customized     

†# denotes not cover, G# denotes partial cover, and  denotes fully cover.

[85, 155] have been produced, as summarized in Table 1. Mohammadkhani et al. [85] conducted a
seminal survey on explainable AI for SE research. They primarily focus on the explainability of
AI4SE models over the which, the what, and the how dimensions, i.e., which SE tasks are being
explained, what types of XAI techniques are adopted, and how they are evaluated. Yang et al. [155]
reviewed 146 studies to investigate how non-functional properties of Code Language Models
(CodeLMs), including robustness, security, privacy, explainability, efficiency, and usability, were
evaluated and enhanced. Despite the similarity in terms of the high-level topic, there remain some
fundamental differences. First, they either focused narrowly on a single model architecture (e.g.,
CodeLMs) or only analyzed a small fraction of relevant literature published until June 2022. As
a result, insights derived from them may not be generalizable to all AI4SE solutions, or may not
keep pace with the ongoing development of the community. Second, they directly borrowed the
general taxonomy, i.e., ante- and post-hoc explanation, from the XAI field to classify explanation
techniques in SE tasks. This taxonomy is coarse-grained and may not be applicable to stakeholders
with distinct objectives and expertise. Third, they did not (or only partially) explicitly discuss
the evaluation aspects of reviewed articles, including available baselines, prevalent benchmarks,
and commonly employed evaluation metrics. The lack of comprehensive evaluation may pose
obstacles to readers interested in deploying XAI techniques in practical SE scenarios. Overall,
by systematically reviewing publications from 2012 to 2024, spanning 13 years of research, we
synthesize a detailed research roadmap of past work on XAI4SE, complete with identified open
challenges and best guidelines for applying XAI techniques to SE tasks.
Article Organization. The remainder of this article is structured as follows: Section 2 describes
the preliminaries of XAI. The succeeding Sections 3–5 are devoted to answering each of these RQs
individually. Section 6 discusses the challenges that still need to be solved and points out potential
research opportunities. Section 7 outlines guidelines for conducting future work on XAI4SE based
upon the findings of our SLR. Section 8 concludes this article.

2 XAI: Preliminaries
This section first details several critical terminologies commonly used in the XAI field. Then, we
offer a general overview of the taxonomy of XAI approaches, aiming to furnish the reader with a
solid comprehension of this topic.

2.1 Definition
The greatest challenge in establishing the concept of XAI in SE is the ambiguous definition of
interpretability and explainability. Those terms, together with interpretation and explanation, are
often used interchangeably in the literature [7, 89]. For example, quoting Doshi-Velez and Kim et al.
[28], interpretability is the ability “to explain or to present in understandable terms to a human.” By
contrast, according to Lent et al. [130], an explainable AImeans it can “present the user with an easily
understood chain of reasoning from the user’s order, through the AI’s knowledge and inference, to
the resulting behavior.” Some argue that the terms are closely related but distinguish between them,
although there is no consensus on what the distinction exactly is [3, 91]. To ensure that we do not
exclude work because of different terminologies, we equate them (and use them interchangeably) to
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keep a general, inclusive discussion regardless of this debate. In this survey, we frame explanations
in the context of SE research using ML/DL and adopt the phrasing of Dam et al. [20] as follows:

Definition 1. Explainability or Interpretability of an AI-powered SE model measures the
degree to which a human observer can understand the reasons behind its decision (e.g. a
prediction).

Under this context, there are two distinct ways of achieving explainability: (¶) making the
entire decision-making process transparent and comprehensible (i.e., white-box/IMs); and (·)
explicitly providing an explanation for each decision (i.e., surrogate models). In addition, since SE
is task-oriented, explanations in SE tasks should be viewed from a perspective that values practical
use [146]. As we observed in Section 4.2, there are multiple legitimate types of explanations for SE
practitioners who have different intents and expertise.

2.2 Taxonomy
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Fig. 1. General taxonomy of the survey in terms of
scope, stage, and portability.

Taxonomy is a useful tool to get an overview of
the emerging field. Based on the previous litera-
ture [119], most XAI approaches can be catego-
rized according to three criteria: (¶) scope (lo-
cal vs. global); (·) stage (ante-hoc vs. post-hoc);
(¸) and portability (model-specific vs. model-
agnostic), as illustrated in Figure 1.
Classification by Scope. The scope of explana-
tions can be categorized as either local or global
(some approaches can be extended to both) ac-
cording to whether the explanations provide in-
sights about the model functioning for the general data distribution or for a specific data sample,
respectively. Local explainability approaches, such as LIME [108] and SHAP [78], seek to explain
why a model performs a specific prediction for an individual input. Global explainability approaches
work on an array of inputs to give insights into the overall behavior of the black-box model. Various
rule-based models such as decision trees are in this category.
Classification by Stage. XAI can be categorized based on whether the explanation mechanism
is inherent within the model’s internal architecture or is implemented following the model’s
learning/development phase. The former is named ante-hoc explainability (also known as intrinsic
explainability or self-explainability), while the latter refers to post-hoc explainability. Most inherently
interpretable approaches are model-specific such that any change in the architecture will need
significant changes in the approach itself. By contrast, post-hoc approaches typically operate by
perturbing parts of the data in a high-dimensional vector space to discern the contributions of
various features to the model’s predictions, or by analytically ascertaining the influence of different
features on the prediction outcomes.
Classification by Portability. According to the models they can be applied to, explanation
approaches can be further classified asmodel-specific andmodel-agnostic. Model-specific approaches
require access to the internal model architecture, meaning that they are restricted to explain only
one specific family of models. Conversely, model-agnostic approaches can be used to explain
arbitrary models without being constrained to any particular model architecture. Unlike other
works that focus on underlying models and architectures, in this SLR, we design our taxonomy
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Table 2. Distribution of SE Tasks over Five SE Activities

SE Activity SE Task (# Articles) References
Software Requirements
and Design (Section 3.1.1) Requirement Classification (1) [19]

Software Development
(Section 3.1.2)

Code Understanding (11) [4, 17, 66, 81, 90, 97, 104, 109, 134, 139, 153]
Program Synthesis (7) [12, 21, 30, 58, 73, 92, 94]

Code Summarization (3) [38, 51, 98]
Code Search (2) [133, 135]

API Recommendation (1) [47]

Software Testing
(Section 3.1.3)

Test Case-Related (5) [2, 54, 57, 124, 161]
Debugging (4) [16, 39, 55, 60]

Vulnerability Detection (14) [9, 13, 15, 34, 46, 65, 75, 93, 123, 127, 166, 170, 175, 177]
Bug/Fault Localization (3) [56, 143, 144]

Software Maintenance
(Section 3.1.4)

Program Repair (2) [6, 83]
Malware/Anomaly Detection (12) [45, 63, 64, 68, 72, 74, 79, 137, 147, 164, 172, 173]

Bug/Defect Prediction (19) [11, 26, 36, 37, 52, 53, 61, 69, 82, 87, 102, 103, 105, 117, 140, 151, 152, 162, 174]
OSS Sustainability Prediction (1) [149]

Root Cause Analysis (5) [24, 67, 106, 125, 156]
Code Review (2) [113, 154]

Code Smell Detection (6) [48, 107, 129, 136, 138, 159]
Code Clone Detection (1) [1]
Bug Report-Related (5) [23, 44, 59, 114, 116]

Software Management
(Section 3.1.5)

Mining Software Repositories (1) [71]
Configuration Extrapolation (1) [25]

Effort/Cost Estimation (1) [35]
Developer Recommendation (1) [150]

criteria with greater emphasis on the integration perspective of XAI and SE (Section 4.1), making
them better suited to the requirements of the SE community.

3 RQ1: What Types of AI4SE Studies Have Been Explored for Explainability?
This RQ aims to investigate the application scenarios of XAI techniques in helping improve the
explainability of various AI4SE models. In total, we identified 23 separate SE tasks where an XAI
technique had been applied. These tasks span across five main phases of Software Development
Life Cycle (SDLC) [112]. The full taxonomy is displayed in Table 2, which associates the relevant
primary study paired with the SE task and activity it belongs to.

3.1 How XAI Are Used in Specific SE Tasks?
In this subsection, we delved into the progress of various SE tasks2 that applied XAI techniques. By
investigating this RQ, we aimed to obtain a clear understanding of what has been done and what
else can be done.

3.1.1 SE Tasks in Software Requirements and Design. Software requirements refer to specific
descriptions of conditions or capabilities needed by users, systems, or system components, while
software design involves the process of defining the structure, components, functionalities, in-
terfaces, and their relationships within a software system. During this phase, only one topic, i.e.,
Requirement Classification, is explored, leaving ample space for further exploration.
Requirement Classification. As a key example of ML applied to requirements engineering,
requirement classification aims to categorize software requirements into different classes or types,
such as functional and non-functional requirements. Dalpiaz et al. [19] constructed ML classifiers
based on more general linguistic features (e.g., dependency types), and leveraged modern rule-based
XAI tools to identify those features that appeared commonly and that helped distinguish functional
and quality aspects.

2Due to the page limit, we only detail the most representative task in each phase. The complete version can be found in our
supplementary materials online.
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3.1.2 SE Tasks in Software Development. There are wide-ranging applications of XAI techniques
in software development, encompassing tasks such as Code Understanding, Program Synthesis, and
Code Summarization.
Code Understanding. Code understanding refers to the process of comprehending and analyzing
source code deeply. Within the context of data-driven SE research, code understanding aims to seek
an effective way to map source code into high-dimensional semantic space, thereby supporting a
variety of code-centric downstream tasks. Inspired by the capability of complex AI models, deep
neural networks in particular, in learning rich representations of raw data, a series of code models
are trained on labeled (e.g., CodeSearchNet [49]) or unlabeled code corpus (e.g., CodeXGlue [76]).
This training process produces code embeddings with rich contexts and semantics. Yang et al. [153]
proposed Graph Tensor Convolution Neural Network (GTCN), a novel code representation
learning model which is capable of comprehensively capturing the distance information of code
sequences and structural code semantics, to generate accurate code embeddings. GTCN was self-
explainable because the tensor-based model reduced model complexity, which was beneficial for
capturing the data features from the simpler model space. Wan et al. [134] proposed three types of
structural analysis, including attention analysis, probing on the word embedding, and syntax tree
induction, to explore why the pre-trained language models work and what they indeed capture in
SE tasks.

3.1.3 SE Tasks in Software Testing. Within the context of software testing, we found versatile
applications of XAI techniques across a spectrum of tasks, including Test Case-Related Automation,
Debugging, Vulnerability Detection, and Bug/Fault localization.
Vulnerability Detection. Software vulnerabilities, sometimes called security bugs, are weaknesses
in an information system, security procedures, internal controls, or implementations that could be
exploited by a threat actor for a variety of malicious ends. As such weaknesses are unavoidable
during the design and implementation of the software, and detecting vulnerabilities in the early
stages of the software life cycle is critically important. Benefiting from the great success of DL in
code-centric SE tasks, an increasing number of learning-based vulnerability detection approaches
have been proposed. To reveal the decision logic behind the binary detection results (vulnerable
or not), most efforts focus on searching for important code tokens that positively contribute to
the model’s prediction. For example, Li et al. [65] leveraged GNNExplainer [160] to simplify the
target instance to a minimal PDG sub-graph consisting of a set of crucial statements along with
program dependencies while retaining the initial model prediction. Additionally, several approaches
turn to providing explanatory descriptions to help security analysts understand the key aspects of
vulnerabilities, including vulnerability types [34], root cause [123], similar vulnerability reports
[93], and so on. Zhou et al. [175] proposed a novel contrastive learning framework based on a
combination of unsupervised and supervised data augmentation strategy to train a function change
encoder, and further fine-tuned three downstream tasks to identify not only silent vulnerability
fixes, but also corresponding vulnerability types and exploitability rating.

3.1.4 SE Tasks in Software Maintenance. Software maintenance is the process of changing,
modifying, and updating software to keep up with customer needs. The applications of XAI in
software maintenance are diverse, including Malware/Anomaly Detection, Bug/Defect Prediction,
Root Cause Analysis, Code Smell Detection, Bug Report-Related Automation, and so on.
Bug/Defect Prediction. In the past few years, defect prediction is the most extensive and active
research topic in software maintenance. According to different granularities, these studies can be
further classified into two categories: file-level and commit-level (also known as Just-In-Time
(JIT)) defect prediction. File-level defect prediction techniques often employ a set of hand-crafted
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ferent XAI4SE studies.

Fig. 2. Distribution of XAI4SE studies across different SE activities and contribution types.

feature metrics extracted from a software product to construct the classification model. For instance,
Yang et al. [152] proposed a weighted association rule based on the contribution degree of features
to optimize the process of rule generation, ranking, pruning, and prediction. By contrast, JIT
defect prediction task aims to help developers prioritize their limited energy and resources on the
most risky commits that are most likely to introduce defects. Zheng et al. [174] trained a random
forest classifier based on six open-sourced projects as a JIT defect prediction model, and adopted
LIME to identify crucial features. The evaluation experiments showed that the classifier trained
on the five most important features of each project could achieve 96% of the original prediction
accuracy.

3.1.5 SE Tasks in Software Management. There are four literature involving the utilization of XAI
in software management, involving the following main SE tasks, i.e., Mining Software Repositories,
Configuration Extrapolation, Effort/Cost Estimation, and Developer Recommendation.
Effort/Cost Estimation. Effort/Cost estimation predicts how much effort is required to complete
a particular task or project. It is a crucial aspect of project management, playing a significant role
in setting realistic timelines and allocating resources efficiently. A representative effort estimation
activity is story point estimation, which is a regression task to measure the overall effort required
to fully implement a product backlog item. Fu et al. [35] presented GPT2SP, a Transformer-based
approach that captures the relationship among words while considering the context surrounding
a given word and its position in the sequence. It is designed to be transferable to other projects
while remaining explainable. They leveraged two concepts (i.e., feature-based explanations and
example-based explanations) of XAI to (1) help practitioners better understand what are the most
important word that contributed to the story point estimation of the given issue; and (2) search for
the best supporting examples that had the same word and story point from the same project.

3.2 Exploratory Data Analysis
Figure 2(a) describes the distribution of 108 primary studies in five SE activities. It is noteworthy
that the highest number of studies is observed in software maintenance, comprising 49.1% of the
total research volume. Following that, 24.1% of studies were dedicated to software testing, and 22.2%
of studies focused on solving SE tasks in software development. This distribution underscores the
vital focus on development and maintenance tasks. By contrast, software requirements and design
(0.9%) and software management (3.7%) only account for a marginal proportion of the research
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Fig. 3. Articles published per year according to SE tasks.

share, suggesting a relatively limited exploration in these areas. To further identify the main
contribution of each primary study, we also investigated the contribution statements in each article,
and then grouped them into four categories, i.e., New Technique, Empirical Study, Case Study, and
Replication Study. As shown in Figure 2(b), 78.7% of the primary studies concentrated on proposing
novel explanation techniques, while 18.5% of the research focused on leveraging off-the-shelf XAI
tools to empirically study the explainability of certain AI4SE solutions from different perspectives
(e.g., stability [117] and consistency [79]). Another two works [59, 109] performed case studies
(1.9%) in real world, especially for enterprise usage, to investigate practitioners’ adoption of AI4SE
solutions. The remaining one [48] conducted a replication study (0.9%) to validate the controversial
conclusions in terms of local and global explanations.

Figure 3 displays a visual breakdown of these SE tasks. Unsurprisingly, there was very little work
done between before the years of 2012 and 2018. Early SE tasks to explore the explainability were
those of Bug Report-Related Automation and Bug/Defect Prediction. It was not until 2020 that the
diversity experienced a significant increase, including tasks such as Malware/Anomaly Detection,
Debugging, and Program Synthesis. It is noteworthy that there are three main SE tasks that have
consistently maintained high activity levels over the years: Bug/Defect Prediction, Vulnerability
Detection, and Malware/Anomaly Detection, composing ≈42% of the studies we collected. We suspect
that a variety of reasons contribute to the multiple applications of XAI in these tasks. First and
foremost, is that these tasks are essentially binary classification problems that ML/DL models have
shown promising results in. The second-largest reason is the mandatory requirement of high-stakes
applications. In fact, black-box models are not even allowed in regulated fields unless they are
supplemented with explanations [41]. In addition, several tasks (e.g., Mining Software Repositories
[71], Root Cause Analysis [106, 125], and Bug/Fault Localization [56, 143]) that had yet to be explored
or were underrepresented before [85] have recently gained traction of the research community,
in part due to their relative success in practice. We anticipate that this trend continues as more
powerful AI4SE solutions evolve from experimental prototypes to practical tools.
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- ▶ RQ1—Summary ◀

—We categorized a total of 108 primary studies into 23 unique SE tasks across five major
activities within SDLC. Subsequently, we delved into the progress of existing XAI4SE
research among these SE activities.

—Attention of academics and practitioners has experienced a notable shift across a 13-year
period. Early studies predominantly concentrated on traditional classification tasks like
Bug/Defect Prediction. Since 2021, the set of target SE topics grew to become more diverse
and complex, including tasks such as Developer Recommendation, Root Cause Analysis, and
Program Synthesis.

—While there has been a recent wealth of work, there are still underrepresented topics in
software requirements and design and software management that should be considered by
the SE community, suggesting a potential area of focus for future research in this field.

4 RQ2: How XAI Techniques Are Used to Support SE Tasks?
In Section 3, we analyzed which AI-assisted SE tasks have been explored for explainability to date.
In this part, we turn our attention to two key components of XAI: explanation approaches and
explanation formats. Establishing the association between explanation approaches and target SE
tasks helps to empirically determine whether certain XAI techniques are particularly suitable for
specific SE tasks. Meanwhile, the explanation formats adopted across different SE tasks reveal key
aspects that the stakeholders seek to understand from the decision of a given black-box model.
Specifically, we aimed to create a taxonomy of XAI techniques for AI4SE studies and determine if
there was a correlation between the explanation approaches and explanation formats.

4.1 RQ2𝑎: What Types of XAI Techniques Are Employed to Generate Explanations?
We first discuss various explanation approaches employed by existing XAI4SE studies. One classical
practice is building a taxonomy of XAI techniques used in our surveyed literature. However, we
note that the XAI community lacks a formal consensus on the taxonomy, as the landscape of
explainability is too broad, involving substantial theories related to philosophy, social science, and
cognitive science [119]. In addition, these taxonomies are mostly developed for general purpose
or specific downstream applications such as healthcare [99] and finance [158], and may not be
applicable to the SE field. As a countermeasure, we summarize the XAI techniques used in primary
studies, and propose a novel taxonomy applicable to the field of SE. In particular, from an integration
perspective, most XAI techniques studied in this review can be categorized into five groups: OT
(≈34%), IM (≈23%), DK (≈20%), AM (≈10%), as well as a set of other custom, highly tailored
approaches (≈13%). Figure 4 illustrates the various types of XAI techniques that we extracted from
our selected studies.
OT. Embracing off-the-shelf techniques from the field of XAI served as a natural starting point
for researchers, given the surge in publications and widespread adoption across various industries.
Examining the prevalence of various different types of XAI tools, we found that Feature Pertur-
bation [78, 108, 160] are the most popular approaches, followed by gradient-based [115, 126] and
decomposition-based approaches [5, 86, 118]. The prevalence of perturbation-based approaches
is expected, as they can work at various levels including embeddings vectors [149], source code
[140], texts [114], and data structure [65], which are common types of artifacts being used in
AI4SE approaches. An early representative perturbation-based approach is Local Interpretable
Model-agnostic Explanations (LIME) [108]. Specifically, LIME first perturbs the to-be-explained
instance in the high-dimensional feature space to randomly generate synthetic neighbors. Then,
based on their prediction results derived from the global black-box model, LIME trains a local
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   @@ -2762,7 +2762,17 @@ int linenoiseHistorySetMaxLen(int len) {

   /* Save the history in the specified file. On success 0 is returned
    * otherwise -1 is returned. */
   int linenoiseHistorySave(const char* filename {
-      FILE&* fp = fopen(filename, "wt");
       if (fp == NULL) {
           return -1;
       }

       for (int j = 0; j < historyLen; ++j) {
           if (history[j][0] != '\0') {
               fprintf(fp, "%s\n", history[j]);
           }
       }
-      fclose(fp);
       return 0;
   }
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surrogate model (e.g., decision tree and linear regression) to produce an explanation. LIME has been
successfully applied to various SE tasks, such as defect prediction [61, 140, 174], OSS Sustainability
Prediction [149], and test case generation [2]. SHapley Additive exPlanations (SHAP) [78],
which stems from game theory, is another popular XAI technique based on perturbation-based
feature attribution. It assigns each feature a fair value, otherwise known as shapley value, to measure
its contribution to the model’s output. Features with positive SHAP values positively impact the
prediction, and vice versa. Similar to LIME, SHAP is also model-agnostic, thus it can be used to
explain any ML model. For example, Widyasari et al. [144] applied a tree ensemble model-specific
variant, TreeSHAP [77], to identify which code statements are important in each failed test case.
However, post-hoc approaches such as LIME and SHAP are computationally expensive. As a conse-
quent, they are usually limited to simpler problems with a small number of features. In addition,
important features highlighted by out-of-the-box tools are not necessarily user-friendly in terms of
understandability and usability. For example, the importance of a single token in a code snippet
may not convey a sufficiently meaningful explanation.
IM. As pointed out by Chen et al. [11], complex models did not always perform better than simpler
alternatives. Thus, for certain SE tasks, the easiest way to achieve explainability is to construct
IMs, such as Decision Tree (DT), Linear Regression (LR), and Naïve Bayes (NB). These models
have built-in explainability by nature. For instance, DT predicts the value of a target variable
by learning simple if-then-else rules inferred from the data features. The tree structure is ideal
for capturing interactions between features in the data, and also has a natural visualization of
a decision making process. Taking Figure 5 as an example, each node in a DT may refer to an
explanation, e.g., when the time_days variable (i.e., the number of days to fix the bug) is greater
than 13.9 and the last status is Resolved Fixed, then the bug will be re-opened [116]. In addition,
IMs can serve as post-hoc surrogates to explain individual predictions of black-box models. The
goal behind this insight is to leverage a relatively simpler and transparent model to approximate the
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predictions of the complicated model as best as possible, and at the same time, provide explainability.
Surrogate models have shown effectiveness in explaining AI4SE approaches built upon more
complex ML/DL models such as deep neural networks. Examples include vulnerability detection
[177], defect prediction [103], and program repair [83]. It is noteworthy that, due to the weak
capability of processing complex data, intrinsically IMs are prone to getting trapped into the tradeoff
dilemma between performance and explainability, i.e., sacrificing predictive accuracy in exchange for
explainability.
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       if (fp == NULL) {
           return -1;
       }
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           }
       }
-      fclose(fp);
       return 0;
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Fig. 5. Sample decision tree used for re-opened bug prediction.

DK. Inspired by the successful prac-
tice in Software Engineering for
AI (SE4AI), some works take special
steps to incorporate additional knowl-
edge from experts into their explana-
tions. Concretely, we identify two in-
cipient trends in the application of
DK: (¶) designing one or more aux-
iliary tasks related to the main task
to provide additional insights regard-
ing the input data, and (·) the use
of an external knowledge database
curated by experts. For example, to
explain why a program/commit was
predicted as vulnerable, recent works proposed to predict vulnerability types [34], identify key
aspects [123], generate vulnerability descriptions [82, 166], search for similar issues [93], and so on.
To assist developers in understanding the return results of neural code search tools, XCoS [135]
constructed a background knowledge graph, and regarded it as an external knowledge base to
provide conceptual association paths, relevant descriptions, and additional suggestions, as explana-
tions. Despite promising, they are mostly task-specific, and “what makes a good explanation” is still
an open problem.
AM. As an increasingly common ingredient of neural architectures, AM has been widely applied to
various SE tasks. Besides providing substantial performance benefits, it allows users to understand
which parts of an input a model is most interested in through assigned weights, making the use of
attention an intuitive option in practice. For example, Li et al. [63] employed an attention-based GNN
model, named GAT [132], to weigh the importance of neighboring code graph nodes in runtime
exception detection. Apart from explaining a model’s individual predictions, AM can also offer
insights into the inner workings of foundation models, providing a powerful tool for SE in the era
of Large Language Models (LLMs). A representative technique is probing, which trains a shallow
classifier on top of the pre-trained or fine-tuned LLMs to identify certain knowledge/linguistic
properties acquired by the model. For instance, Ma et al. [81] designed four probing tasks to analyze
the capabilities of code models in understanding syntax and semantics by directly recovering the
syntax and semantic structures from the code representation.

Although attention is a core component of Transformers and has been integrated into various
neural architectures such as RNNs and GNNs, its usefulness for explainability remains a topic of
ongoing debate. There is skepticism about whether the AMs, which require substantial retraining,
evaluation, and validation, can significantly enhance explainability in XAI4SE. Recent studies
[58, 98] have highlighted a persistent misalignment between human attention and model-generated
attention in all CodeLMs, unveiling the faithfulness violation issue. Moreover, raw attention contains
redundant information, further reducing its reliability in explanations [171].
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Others. Apart from the above approaches, we also observed a number of XAI techniques, such as
Causal Inference and LLM-based Chatbots, that are specifically tailored for given SE tasks or neural
architectures. Theory of Causation [131] endows the model with the ability to pursue real causality
without the interference from confounding factors. Such mechanism is a useful verification tool to
achieve a more complete understanding of black-box neural models in SE tasks. For example, Palacio
et al. [90] proposed a post-hoc approach specific to neural code models that provides programming
language-oriented explanations based upon causal inference. To further provide actionable advice,
some works employed counterfactuals-based causal inference paradigm to understand how the
model reacts to feature changes. Cito et al. [17] proposed a Masked Language Modeling (MLM)-
based perturbation algorithm, which replaces each tokenwith a blank “mask” and usesMLM to come
up with a plausible replacement for the original token, for generating counterfactual explanations.
Counterfactuals-based explanation not only reveals which region of the input program is used by
the code model for prediction, but also conveys critical information on how to modify the code
so that the model will change its prediction. Recently, inspired by the remarkable performance
in natural language understanding and logic reasoning, LLMs have been (in)directly integrated
into the workflow of AI4SE approaches to offer explainability [74, 143]. For instance, given an
identified TODO-missed commit, Wang et al. [136] fed it with the most similar historical commit
to ChatGPT3 to analyze where and what comment users should insert.

4.1.1 Exploratory Data Analysis. Overall, OT is the most prevalent explainability technique in
XAI4SE research, followed by IM, DK, and AM. Given the rapid development of the XAI community,
the popularity of OT and AM is not surprising. Meanwhile, the prevalence of IM is also logical,
as they are inherently more understandable to humans and can serve as surrogate models to
explain individual predictions of complex deep neural networks, which are more common in
AI4SE approaches. Due to the diversity of SE data, DK-based explanations are also popular. The
explanations are intended to give control back to the user by helping them understand the model
and offering additional insights into the input data.

In addition to the prevalence, selecting the most suitable explanation approach for a specific task
is also a crucial aspect that needs to be carefully considered. We further extracted the selection
rationale for XAI techniques from the primary studies, and classified them into the following three
categories:
Task Fitness. Given the inherent differences in feature engineering and functional requirements
among various AI4SEworkflows, some studies selected XAI techniques based on their characteristics
and fitness with target SE tasks. For instance, the explanations for most of the feature engineering-
based AI4SE pipelines (e.g., defect prediction [103] and OSS sustainability prediction [149]) were de-
rived by using IMs, such as decision tree or RuleFit [33], thanks to their strong ability to analyze and
extract human-understandable rules from hand-crafted feature metrics which are usually limited.
Model Compatibility. Since certain crafted XAI techniques have strict application scenarios,
e.g., requiring the internal architecture or parameter information of to-be-explained models, some
researchers determined themost suitable XAI techniques from those compatible with their employed
models. For instance, deconvolution and Grad-CAM are preferred in CNN-based SEmodels [44, 107],
while Codeℚ [96] is less commonly used in resource-constrained scenarios due to its expensive
computational overhead.
Stakeholder Preference. In addition to the task fitness and model compatibility, stakeholder
preference is also one of the important factors affecting the selection of XAI techniques. Generally

3https://chatgpt.com/
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 int linenoiseHistorySave(const char* filename {
     FILE&* fp = fopen(filename, "wt");
     if (fp == NULL) {
         return -1;
     }
     for (int j = 0; j < historyLen; ++j) {
         if (history[j][0] != '\0') {
             fprintf(fp, "%s\n", history[j]);
         }
     }
     fclose(fp);
     return 0;
 }
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(b) Source Code explanation.

ESEC/FSE ’20, November 8–13, 2020, Virtual Event, USA Alexander Kampmann, Nikolas Havrikov, Ezekiel O. Soremekun, and Andreas Zeller

In this paper, we introduce AlhazenÐan approach that auto-

matically determines the circumstances under which some program

behavior of interest takes place.1 As all program behavior is deter-

mined by its inputs, we see failure circumstances as properties of

the program input; our aim is thus to determine input features that

would be associated with the behavior in question.

As an example of how Alhazen works and what it produces,

assume some program P to evaluate mathematical functions; the

input sqrt(4), for instance, produces the output 2. Given the input

sqrt(-900), however, P hangs. At this point, the astute reader

already may have an idea on the circumstances of the failure; but

we want to determine these automatically. To do so, Alhazen

makes use of three key ingredients, illustrated in Figure 1:

Parsing. We use a grammar to parse program inputs into individ-

ual elements. This allows us to express fine-grained relation-

ships between input elements (and their features) and program

behavior (i.e. presence or absence of a failure).

Figure 2 lists the input grammar for P . This grammar will allow

us to express failure circumstances by means of the ⟨function⟩

being used and the ⟨number⟩ being passed.

Learning. We use a decision tree to learn which features of input

elements are associated with the program behavior in question.

By default, the features used in Alhazen test whether a partic-

ular element occurs in the input or not; in our failure-inducing

input, sqrt is present, whereas sin is not. If some element has

a numerical interpretation (such as ⟨number⟩), it also uses its

maximum value as feature.

The decision tree learner produces a tree that explains and

predicts when the behavior in question occurs based on a subset

of the input features. Figure 3 shows the initial decision tree

learned from the passing input sqrt(4) and the failing input

sqrt(-900). The initial hypothesis is that the failure occurs

when the largest 2 ⟨number⟩ is less than or equal to -445.5Ða

predicate chosen by the decision tree learner as a feature that

correctly distinguishes all observations so far.

1H. asan Ibn al-Haytham (Latinized as Alhazen; ∼965ś∼1040) was an Arab researcher
of the Islamic Golden Age. His Kitāb al-Manāz. ir łBook of Opticsž(1011ś1021) was
one of the first embodiments of the modern scientific method, proving hypotheses
through reproducible experiments that vary the experimental conditions in a system-
atic manner [34].
2In the example, there cannot be more than one number, but Alhazen would be able
to handle it if there were.

⟨start⟩ → ⟨function⟩ "(" ⟨number⟩ ")";

⟨function⟩ → "sqrt" | "sin" | "cos" | "tan";

⟨number⟩ → "-"? /[1-9][0-9]*/ ("." /[0-9]+/)?;

Figure 2: A grammar for evaluating functions.

max
(

⟨number⟩
)

≤ −445.5?

✘ ✔

yes no

Figure 3: Alhazen’s initial hypothesis in the sqrt example.

⟨function⟩ = "sqrt"?

✔ max
(

⟨number⟩
)

≤ 0.0?

✘ ✔

no yes

yes no

Figure 4: Final decision tree after iteration 29.

⟨function⟩ = "sqrt"?

result < 4.0

max
(

⟨number⟩
)

≥ 16.0?

result ≥ 4.0 result < 4.0

no

yes

yes no

Figure 5: Circumstances for the result being 4.0 or more.

Generating. To precisely capture the failure circumstances, we

need further experiments. To this end, Alhazen uses the gram-

mar as a producer of inputs and systematically explore alterna-

tives to the inputs observed so far. For each decision branch in

the tree, Alhazen generates further inputs to refine or refute

the association with the predicted outcome.

In our example, Alhazen would generate more inputs for each

branch in Figure 3. These satisfy the given conditions from the

tree, but otherwise are randomly chosen from the grammarÐ

say, cos(-444.5) for the left branch and cos(-446.5) for the

right branch. Since both pass, the original decision tree is inade-

quate. Instead,Alhazen refines the failure hypothesis such that

⟨number⟩ must be less than -673.25. Note that this hypothesis

is consistent with all observations so far.

As Alhazen generates further inputs for all branches, it even-

tually learns that the failure depends on sqrt() being called.

After 29 iterations, Alhazen delivers Figure 4, which correctly

describes the failure conditions: The ⟨function⟩ "sqrt" is used,

and the ⟨number⟩ is less than or equal to 0.

Beyond just pass and fail predicates, Alhazen can be applied to

obtain explanations and predictions for arbitrary predicates over

the program execution. For instance, one can use it to determine the

circumstances under which a specific output is produced; Figure 5

shows the circumstances for the output being 4 or more. (Note that

the trigonometric functions return values in the range [−1, 1].)

Since it requires no program analysis, Alhazen scales to arbi-

trary large programs. NetHack is an adventure games, consisting of

240424 lines of code. In January 2020, it was found that NetHack

was vulnerable to a buffer overflow [11]. Using a .ini grammar to

parse its configuration file, Alhazen easily determines that the

failure occurs as soon as some line in the configuration file has

more than 619 characters (Figure 6).

Alhazen can be seen as a full automation of the scientific

method, creating, refining and refuting hypotheses from obser-

vations over specifically constructed experiments to eventually

produce a theory of when the program exhibits a specific behavior.
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(c) Rule explanation.
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      14       src/mongo/shell/linenoise.cpp

  @@ -2762,7 +2762,17 @@ int linenoiseHistorySetMaxLen(int len) {

          # Get the HTML fragment inside the appropriate HTML element and then
          # extract the text from it.
          html_frag = extract_text_in(html, u"<div class='lyricbox'>")
-         lyrics = _scrape_strip_cruft(html_frag, True)
+         if html_frag:
+             lyrics = _scrape_strip_cruft(html_frag, True)

-         if lyrics and 'Unfortunately, we are not licensed' not in lyrics:
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        14       src/mongo/shell/linenoise.cpp

   @@ -2762,7 +2762,17 @@ int linenoiseHistorySetMaxLen(int len) {

   /* Save the history in the specified file. On success 0 is returned
    * otherwise -1 is returned. */
   int linenoiseHistorySave(const char* filename {
-      FILE&* fp = fopen(filename, "wt");
       if (fp == NULL) {
           return -1;
       }

       for (int j = 0; j < historyLen; ++j) {
           if (history[j][0] != '\0') {
               fprintf(fp, "%s\n", history[j]);
           }
       }
-      fclose(fp);
       return 0;
   }
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   /* Save the history in the specified file. On success 0 is returned
    * otherwise -1 is returned. */
   int linenoiseHistorySave(const char* filename {
-      FILE&* fp = fopen(filename, "wt");
       if (fp == NULL) {
           return -1;
       }

       for (int j = 0; j < historyLen; ++j) {
           if (history[j][0] != '\0') {
               fprintf(fp, "%s\n", history[j]);
           }
       }
-      fclose(fp);
       return 0;
   }
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VulTeller
The FILE before VERSION does not verify that use ofthe permissions on 
history files, allows local guest to read sensitive information by reading these 
files.
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 int linenoiseHistorySave(const char* filename {
     FILE&* fp = fopen(filename, "wt");
     if (fp == NULL) {
         return -1;
     }
     for (int j = 0; j < historyLen; ++j) {
         if (history[j][0] != '\0') {
             fprintf(fp, "%s\n", history[j]);
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     fclose(fp);
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(d) Textual explanation.

What Do They Capture? - A Structural Analysis of Pre-Trained Language Models for Source Code ICSE ’22, May 21–29, 2022, Pittsburgh, PA, USA

(a) A Python code snippet with its AST (b) Attention heatmap in Layer 5 (c) Attention distribution in Layer 5, Head 12

Figure 2: Visualization of self-attention distribution for a code snippet in CodeBERT. (a) A Python code snippet with its

corresponding AST. (b) Heatmap of the averaged attention weights in Layer 5. (c) Self-attention distribution in Layer 5, Head 12.

The brightness of lines indicates the attention weights in a specific head. If the connected nodes appear in the motif structure

of the corresponding AST, we mark the lines in red.

where 𝛼𝑖, 𝑗 (𝑐) is the attention that 𝑤𝑖 pays to 𝑤 𝑗 . The attention

weights are computed from the scaled dot-product of the query

vector of 𝑤𝑖 , and the key vector of 𝑤 𝑗 , followed by a softmax. In

the vectorized computing, a general attention mechanism can be

formulated as the weighted sum of the value vector V, using the

query vector Q and the key vector K:

Att(Q,K,V) = softmax

(
QK𝑇√
𝑑model

)
· V , (2)

where 𝑑model represents the dimension of each hidden representa-
tion. For self-attention,Q,K, andV aremappings of the previous hid-

den representation by different linear functions, i.e., Q = H𝑙−1W𝑙
𝑄 ,

K = H𝑙−1W𝑙
𝐾 , and V = H𝑙−1W𝑙

𝑉 , respectively. At last, the encoder

produces the final contextual representation H𝐿 = [h𝐿1 , . . . , h𝐿𝑛],
which is obtained from the last Transformer block.

In order to utilize the order of the sequential tokens, the “posi-

tional encodings” are injected to the input embedding.

w𝑖 = 𝑒 (𝑤𝑖 ) + 𝑝𝑜𝑠 (𝑤𝑖 ) , (3)

where 𝑒 denotes the word embedding layer, and 𝑝𝑜𝑠 denotes the po-
sitional embedding layer. Typically, the positional encoding implies

the position of code token based on sine and cosine functions.

2.2 Pre-Training Language Model

Given a corpus, each sentence (or code snippet) is first tokenized

into a series of tokens (e.g., Byte Pair Encoding, BPE [32]). Be-

fore BERT’s pre-training, it takes the concatenation of two seg-

ments as the input, defined as 𝑐1 = {𝑤1,𝑤2, . . . ,𝑤𝑛} and 𝑐2 =
{𝑢1, 𝑢2, . . . , 𝑢𝑚}, where 𝑛 and 𝑚 denote the lengths of two seg-

ments, respectively. The two segments are always connected by a

special separator token [SEP]. The first and last tokens of each se-

quence are always padded with a special classification token [CLS]

and an ending token [EOS], respectively. Finally, the input of each

training sample will be represented as follows:

𝑠 = [CLS],𝑤1,𝑤2, . . . ,𝑤𝑛︸������������︷︷������������︸
𝑐1

, [SEP], 𝑢1, 𝑢2, . . . , 𝑢𝑚︸�����������︷︷�����������︸
𝑐2

, [EOS] .

The input is then fed into a Transformer encoder. During BERT’s

pre-training, two objectives are designed for self-supervised learn-

ing, i.e., masked language modeling (MLM) and next sentence pre-

diction (NSP). In the masked language modeling, the tokens of an

input sentence are randomly sampled and replaced with the special

token [MASK]. In practice, BERT uniformly selects 15% of the input

tokens for possible replacement. Among the selected tokens, 80%

are replaced with [MASK], 10% are unchanged, and the left 10% are

randomly replaced with the selected tokens from vocabulary [8].

For next sentence prediction, it is modeled as a binary classification

to predict whether two segments are consecutive. Training positive

and negative examples are conducted based on the following rules:

(1) if two sentences are consecutive, it will be considered as a posi-

tive example; (2) otherwise, those paired segments from different

documents are considered as negative examples.

Recently, self-supervised learning using masked language mod-

eling has become a popular technique for natural language un-

derstanding and generation [5, 8, 9, 24, 34, 36]. In the context of

software engineering, several pre-trained code models have also

been proposed for program understanding. In this paper, we select

two representative pre-trained models for code representations: (1)

CodeBERT [11], which takes the concatenation of source code and

natural-language description as inputs, and pre-trains a language

model by masking the inputs; and (2) GraphCodeBERT [13], which

improves CodeBERT by incorporating the data-flow information

among variables into model pre-training.

3 MOTIVATION

Prior work in NLP has pointed out that the self-attention mecha-

nism in Transformer has the capability of capturing certain syntax

information in natural languages. Inspired by this, we visualize and
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(e) Visual explanation.

Fig. 6. Different formats of explanation.

speaking, model users aim to utilize XAI techniques to better understand the output of a deployed
model and make an informed decision, while designers focus on using XAI techniques during model
training and validation to verify that the model works as intended. In addition, the explanations
would be generated for distinct purposes at different levels of expertise even when considering a
single stakeholder. For instance, to assist software developers in understanding a defective commit,
some approaches simply highlight the lines of code that the model thinks are defective [140], while
others extract human-understandable rules [103], or even natural language descriptions [82] from
the defective code that can serve as actionable and reusable patterns or knowledge.

4.2 RQ2𝑏: What Format of Explanation Is Provided for Various SE Tasks?
Next, to analyze the formats of explanation being used in XAI4SE research, we provide a high-
level classification, along with descriptive statistics, as to why some formats of explanation were
used for particular SE tasks. In total, we observed five major explanation formats: Numeric, Text,
Visualization, Source Code, and Rule as illustrated in Figure 6.
Numeric. Numerical explanations, which are capable of conveying information in a compact
format, focus on quantifying the positive or negative contribution of an input variable to the model
prediction. Such importance scores can either be directly used as explanations [53, 174] or serve as
indicators to guide key feature selection [124]. Popular examples of numerical explanations are
LIME [108] and SHAP [78]. Esteves et al. [26] used SHAP values to understand the CK metrics [14]
that influenced the defectiveness of the classes. In the same context, Lee et al. [61] employed three
widely-used model-agnostic techniques, including LIME, SHAP, and BreakDown [122], to calculate
the contribution of each feature for defect models’ predictions. Xiao et al. [149] leveraged the local
explanations generated by LIME from the XGBoost model to analyze the contribution of variables
to sustained activity in different project contexts. To reflect the global behavior of a complex JIT
defect prediction model, Zheng et al. [174] employed SP-LIME, a variant of LIME, to analyze the
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relationship between the features in the model and the final prediction results. SP-LIME explicitly
selects representative and diverse (but not repetitive) samples, presenting a global view within the
allocated budget of maximal features. Sun et al. [124] used SHAP to guide the search for the feature
that has largest malicious magnitude, i.e., having the potential to be manipulated by the adversary,
to test the robustness of malware detectors.
Text. In contrast to numerical explanations, textual natural language descriptions are easier to
be comprehended by non-experts, offering clarity in understanding the behavior of intelligent
SE models. Such textual explanations can either be derived from scratch by using generative
models [82, 123, 166] or retrieved from external knowledge bases [71, 147]. For example, Zhang
et al. [166] leveraged a GRU-based decoder to generate vulnerability symptom- or reason-related
descriptive sentences step by step. Such summarization-styled explanations can effectively bridge
the cognitive gap between structured programming language and flatten natural language. Wu
et al. [147] built a semantic database based on malware key features and functional descriptions in
developer documentation, and leveraged the mapping relation between the malicious behaviors
and their corresponding semantics to generate reasonable descriptions that are easier for users
to understand. Inspired by similar/homogeneous vulnerabilities that have similar root causes or
lead to similar impacts, Ni et al. [93] first retrieved the most semantically similar problematic
posts from SO and prioritized the most useful response based on a quality-first sorting strategy.
Then, they employed the BERT-QA model [22] to extract the root cause, impact, and solution from
the answers to the given questions as useful and understandable natural language explanations.
Compared to generative models pre-trained on the human-labeled corpus, external knowledge
bases such as Stack Overflow and Wikipedia4 offer structured knowledge models that explicitly
store rich factual knowledge. Thus, they are well-known for their symbolic reasoning ability, which
generates explainable results, and avoids hallucinations originating from generated statements that
are factually incorrect.
Visualization. Besides explaining through numerical importance scores and textual natural lan-
guage descriptions, users can understand the behavior of the underlying model through the form of
visuals. Humans, in general, can process visual information faster and much easier as compared to
other information [88]. Common techniques involve visualizing attention heads for a single input
using bipartite graphs or heatmaps. They are simply disparate visual representation of attentions,
one as a graph and the other as a matrix. Wang et al. [138] visualized the attention weights of the
most important words and phrases that have contributed to the model’s predictions. In addition,
some approaches developed interactiveUser Interface (UI) to provide visual explanations [51, 135].
For instance, Jiang et al. [51] designed several contribution mining algorithms to infer the key
elements in code that contribute to the generation of the key phrases in the comments. When a
developer intends to comprehend the code, the UI loads the auto-generated comments and presents
to the developers the graphic illustration by coloring the important phrases and the corresponding
parts in the source code. In this way, the developer can check whether the auto-comments correctly
describe the intention of the code.
Source Code. Some attempts borrowed certain classical techniques, such as programmutation [121]
and Delta Debugging (DD) [163], from the field of software testing to search for important code
snippets positively contributing to the model predictions. For instance, Geng et al. [38] identified
important code tokens contributing to the generation of a specific part of the summarization by
checking which meaningful words disappeared in any of the summarization newly generated from
mutants. Rabin et al. [104] leveraged DD to simplify a piece of code into the minimal fragment

4https://www.wikipedia.org/
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Fig. 7. Explanation formats by SE task and XAI techniques taken.

without reversing it original prediction label. The reduction process continues until the input data
is either fully reduced (to its minimal components, depending on the task) or any further reduction
would corrupt the prediction. In contrast to debugging-based techniques that can be applied to any
DL architecture, Li et al. [65] employed a GNN-specific explanation framework, GNNExplainer
[160], to simplify the target code instance to a minimal statements subset.
Rule. Rule, which can be organized in the form of IF-THEN-ELSE statements with AND/OR oper-
ators, is a schematic and logic format. Despite its complexity compared to visualization and natural
language description, rule-based explanation is still intuitive for humans and useful for expressing
combinations of input features and their activation values. Generally, these rules approximate a
black-box model but have higher interpretability. Zou et al. [177] identified important code tokens
whose perturbations lead to the variant examples having a significant impact on the prediction
of the target model via heuristic searching, and trained a decision tree-based regression model to
extract human-understandable rules for explaining why a particular example is predicted into a
particular label. To explain the individual predictions of the black-box global model, Pornprasit
et al. [103] built a RuleFit-based local surrogate model, which combined the strengths of decision
tree and linear model, to understand the logical reasons learned from the rule features. Cito et al.
[16] proposed a rule induction technique which produced decision lists based on features and
mispredicted instances to explain the reasons for mispredictions.

4.2.1 Exploratory Data Analysis. Figure 7 shows a breakdown of the relationships between the
SE tasks, the explanation techniques taken, and explanation formats. We found that the distribution
of different explanation formats is relatively even except Visualization (≈9%), and the most common
format being used is Numeric (≈27%). The primary reason is that numerical features are a common
source of information across all aspects of data-driven methodologies. SE tasks such as Bug/Defect
Prediction and Code Smell Detection commonly use a collection of hand-crafted numerical features
(e.g., code metrics [14], smells [100] and permission and API calls [101]) to train a model. Measuring
the relevance of each input feature to a model’s prediction is intuitive and has been well established
within the field of XAI, hence it is not surprising that the majority of reviewed studies focus on
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this format. We also noticed that visual explanation is less commonly used, only accounting for a
total of 10 primary studies. One possible reason contributing to its relative lack of adoption lies in
that, although visualization can provide a fast and straightforward explanation for practitioners
(e.g., a developer, domain expert, or end-user) who are inexperienced in ML/DL [120], it can only
convey limited information and requires post-processing for further use.

In addition to the prevalence, we observed that the formats of explanation varied even in a
single SE task. As an example, the explanations generated for binary vulnerability detectors in our
surveyed studies can be text (e.g., vulnerability descriptions [93, 166] and types [123, 175]), source
code (e.g., code statements [65, 127]), or rules [177]. This diversity helps to satisfy the personalized
needs of the stakeholders who have different intents and expertise.

- ▶ RQ2—Summary ◀

—Our exploratory data analysis revealed five commonly used XAI techniques, including OT
(≈34%), IM (≈23%), DK (≈20%), AM (≈10%), as well as a subset of other custom, highly
tailored approaches (≈13%).

—We summarized the selection strategies for XAI techniques in SE tasks into three main
categories: Task Fitness, Model Compatibility, and Stakeholder Preference.

—A variety of explanation formats have been explored in our surveyed studies, with the main
formats utilized being numeric (≈27%), text (≈23%), visualization (≈9%), source code (≈20%),
and rule (≈20%).

—We found a strong correlation between the SE tasks, the explanation techniques taken, and
explanation formats. Additionally, the formats of explanation also varied even in a single SE
task. This diversity helps to satisfy the personalized needs of the stakeholders who have
different intents and expertise.

5 RQ3: How Well Do XAI Techniques Perform in Supporting Various SE Tasks?
Evaluating the effectiveness of proposed solutions against existing datasets and employing baseline
comparisons is a standard practice in AI4SE research. In this RQ, we endeavor to investigate the
influence of XAI4SE research by scrutinizing the effectiveness of techniques proposed in the studies
under consideration. Our analysis primarily focuses on evaluating metrics on a task-specific basis,
aiming to encapsulate the prevailing benchmarks and baselines within the field of XAI4SE research.

5.1 RQ3𝑎: What Baseline Techniques Are Used to Evaluate XAI4SE Approaches?
For RQ3𝑎, we scrutinize the baseline techniques employed for comparative analysis in our selected
primary studies. Although common baselines for particular SE tasks were identified, it was noted
that a substantial portion of the literature autonomously developed unique baselines. The extensive
variety and volume of these baselines precluded their detailed inclusion within the body of this
manuscript. Therefore, we included the listing of baselines that each article compared against on
our interactive website at https://riss-vul.github.io/xai4se-paper/. Figure 8(a) briefly analyzes the
distribution of baseline usage in XAI4SE studies. Approximately ≈60% of the studies reviewed do
not engage in comparisons with any baseline, whereas a minority contrasts their findings with
more than four distinct methods (≈8.3%). It was observed that numerous baseline techniques consist
of established white-box models with transparent algorithms or conventional expert systems. This
trend may be attributed, in part, to the nascent stage of XAI4SE research, which has resulted in a
limited range of existing XAI-centric comparatives. As XAI4SE progresses towards maturity, an
evolution towards evaluations incorporating benchmarks against established XAI-centric method-
ologies is anticipated. Furthermore, it was noted that the selection of baseline techniques exhibits a
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3~4 Baselines
11.1%Not Applicable

59.3%

>=5 Baselines
8.3%

1~2 Baselines
21.3%

(a) Distribution of baseline usage.

Not Applicable
31.5%

Available Link
68.5%

(b) Approach availability.

Fig. 8. Statistical information of baseline techniques and XAI4SE approaches.

high degree of specificity, varying significantly even among studies addressing identical SE tasks.
For example, to evaluate the effectiveness of their proposed explainable vulnerability detection
approaches, eight out of 14 primary studies employed at least two baselines for evaluation, while
only two articles [15, 46] overlap slightly in terms of the baselines.

A concerning trend identified in our review is the lack of publicly accessible implementations
for many XAI4SE approaches. We conducted a manual inspection of all links provided within each
study. In instances where a link to a replication package was available, we assessed its contents for
source code and relevant documentation. Absent any direct links, we also endeavored to locate
either the original replication package or an equivalent reproduction package on GitHub using the
title of the article as a search query. As depicted in the pie chart in Figure 8(b), approximately only
68% of the primary studies offer accessible replication packages. Among the remaining studies with
replication packages, a considerable portion of them propose XAI techniques for specific SE tasks
for the first time, such as Mining Software Repositories [71] and OSS Sustainability Prediction [149].
This, in part, explains the proliferation of highly individualized baseline approaches. Researchers
often lack access to common baselines for comparison, compelling them to implement their own
versions. The robustness of results in such articles may be compromised, as many do not provide
information about the baselines used. Moreover, distinct implementations of the same baselines
could lead to confounding results when assessing purported improvements. While we anticipate
that the set of existing publicly available baselines will improve over time, we also recognize the
necessity for well-documented and publicly available baselines, accompanied by guidelines that
dictate their proper dissemination.

5.2 RQ3𝑏: What Benchmarks Are Used for These Comparisons?
For RQ3𝑏, we investigated the collection strategies of benchmarks in XAI4SE studies. As can be
seen from the data in Figure 9 (left), only 36 (≈33%) studies used previously curated benchmarks
for evaluating XAI4SE approaches. The selection of open-source benchmarks is often motivated by
their compelling nature in assessing the performance of AI-driven methodologies, which facilitates
the reproducibility and replication by subsequent studies. Given the nascent emergence of XAI4SE
research, there is an observed scarcity of appropriate benchmark datasets. This also explains why
there is a considerable amount (28.7%) of self-generated benchmarks. This trend within XAI4SE is
worrying, as there are few instances where XAI approaches can appropriately compare against one
another with available benchmarks. In our online repository, we recorded the accessible benchmark
links provided by primary studies. Our aim is to assist researchers by offering insights into the
available benchmarks for evaluating methodologies within distinct SE tasks. Furthermore, we
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advocate for future scholars to share their self-created benchmarks publicly, thereby furnishing a
valuable resource that facilitates not only comparative analyses among different methodologies but
also broadens the dataset accessible for Explainable AI techniques.

While the adoption of pre-existing benchmarks was infrequent across our surveyed studies, we
did observe a subset of benchmarks that recurred within our primary studies. A comprehensive
delineation of the types of benchmarks employed in these primary studies is depicted in Figure 9
(right). For vulnerability detection, we found that the Big-Vul [31] dataset was used frequently,
including evaluating the accuracy of the key aspects extracted from the detected vulnerabilities (e.g.,
vulnerable statements [46, 65] and vulnerability types [34]). Additionally, the dataset released by
Yatish et al. [157] was employed for benchmarking prior XAI techniques targeting defect prediction
models [53, 61].

5.3 RQ3𝑐: What Evaluation Metrics Are Employed to Measure XAI4SE Approaches?
With an increasing number of XAI techniques, the demand grows for suitable evaluation metrics
[3, 7, 42]. This need is not only recognized by the AI community, but also by the SE community
as evaluating the performance of XAI techniques is a crucial aspect of their development and
deployment [109]. Figure 10 describes the distribution of evaluation strategies found in this SLR.
The absence of objective, quantifiable evaluation is not surprising, given the scarcity of reliable
benchmarks that are publicly available, as discussed above. In our analysis of utilized evaluation
strategies within work on XAI4SE, we observed that nearly one-third (≈32%) of primary studies
only adopted anecdotal evidence or user study, instead of quantitative metrics to evaluate their
proposed approaches.That’s to be expected because traditional performancemetrics exist to evaluate
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Table 3. Metrics Used for Evaluation

Property Description Metric References

Correctness How faithful the explanation is w.r.t the black box.

%Consistency [103, 151]
PCR [12, 177]
Statistical Test [103, 151, 162]
Distance-based [103, 151, 162]
R2 [53, 69]
RBO [61, 162]

Consistency How deterministic the explanation approach is. Statistical Test [4, 69, 79]
Continuity How continuous and generalizable the explanation function is. Similarity-based [46, 66]
Contrastivity How discriminative the explanation is w.r.t. other events or targets. %Unique [103, 151]

Compactness The size of the explanation. Reduction Ratio [104, 139]
#Rules [55, 83, 102]

Coherence How accordant the explanation is with prior knowledge and beliefs.

Alignment-based [58, 82, 123, 143, 166]
Classification-based [9, 15, 16, 34, 39, 46, 113, 175]
Ranking-based [65, 140, 140, 170]
Statistical Test [1, 51, 97, 98]

Efficiency The average runtime of generating one explanation per instance. Runtime [12, 104, 139, 162]

prediction accuracy and computational complexity, while auxiliary criteria such as explainability
may not be easily quantified [27]. Among 43 articles that performed quantitative evaluation, we
found that the SE community also has yet to agree upon standardized evaluation metrics due
to the absence of ground truths. Furthermore, due to the wide range of objectives associated
with explainability in SE tasks, relying solely on a single evaluation metric may not adequately
reflect the full spectrum of an XAI tool’s performance. Consequently, researchers frequently
utilize a variety of evaluation metrics, each designed to measure specific aspects of explainability.
According to the best practice within the field of XAI [91], these quantitative metrics can be
clustered from a multi-dimensional view, named Co-12 properties. Table 3 describes each Co-12
property we identified, while listing the evaluation metrics that were mainly related with this
property and the articles that applied these metrics. Since over 30 unique metrics are adopted
by our collected primary studies, which is difficult to present them all in this SLR, we listed 16
main metrics across six major Co-12 properties, where each metric was researched by no less than
two studies.
Correctness. Correctness describes the degree at which an explanation technique approximates the
behavior (either locally or globally) of the target model. In certain primary studies, it is also referred
to as Fidelity [13, 66]. Common metrics chosen to evaluate correctness include %Consistency,
Positive Classification Rate (PCR) [43], Statistical Test, Distance-based, 𝑅2, and Ranked Biased
Overlap (RBO) [141]. For instance, RBO is a similarity measure (assessed within the ranges of [0,
1]) that quantifies the differences between indefinite ranked lists. A higher value signifies stronger
alignment or closeness between the explanations generated by different explainers. Given that
numerical explanation (e.g., feature importance) is one of the most common explanation formats in
our surveyed articles, the quantification of differences between feature importance is crucial for
assessing model trustworthiness.
Consistency. In addition to correct results, the generated explanations need to be consistent. That
is, two models that give the same outputs for all inputs should have the same explanations in
order to be useful for an expert. A common evaluation approach is statistical test, which computes
the statistical differences among multiple runs on the same instance. For example, Awal et al. [4]
assessed inconsistency by running the same explanation technique on 500 instance (100 consecutive
iterations per instance) and measuring the rank difference of each metric. To measure whether the
explanation results between two executions were statistically different, they applied the Wilcoxon
Signed-Rank Test [145] and utilized Cliff’s |𝛿 | effect size [18] to quantify the extent of the differences.
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Continuity. Previous work [40] has demonstrated that slight variations in the input samples
can confuse the explanation results. If the model response to similar samples varies signifi-
cantly, not only will it not convince the experts, but it will lead them to doubt the reliability
of the underlying predictions. Consequently, Continuity is proposed to describe how continuous
and generalizable the explanation function is. In our identified studies, similarity-based metrics,
such as Dice Coefficient [46] and Jaccard Similarity [66], are often utilized to measure the con-
tinuity of generated explanations. Higher continuity indicates a better generalizability to new
contexts.
Contrastivety. Contrastivety aims to describe the discriminativeness of an explanation. Intuitively,
the explanation for a particular target or model output should be different from an explanation
for another target. %Unique is the most frequent metric, used in two studies [103, 151]. %Unique
measures the percentage of unique explanations generated by each technique.The higher percentage
of unique explanations indicates that the explainer can effectively generate a more specific (i.e.,
less duplicate) explanation to the target instance.
Compactness. To avoid increasing the human cognitive load, explanations should be sparse, short
and not redundant. As a consequence, compactness is defined to measure the size of generated
explanations. Metrics like Reduction Ratio and #Rules are the most commonly used, appearing in
two and three studies, respectively. For instance, Rabin et al. [104] employed size reduction ratio of
input programs to evaluate the conciseness of generated explanations.
Coherence. In many scenarios, even when interacting with the same model, stakeholders who have
different intents and expertise may consume explanations for distinct objectives. Hence, assessing
to what extent the explanation is consistent with relevant background knowledge, beliefs and
general consensus is necessary. The most commonly used coherence metrics are Alignment-based
(e.g., ROUGE-L and BLEU), Classification-based (e.g., Accuracy, Precision, and Recall), Ranking-
based (e.g., Top K-based and MRR), and Statistical Test. For example, Fu et al. [34] employed
Accuracy and Weighted F1-score to evaluate the performance of vulnerability classification. Sun
et al. [123] adopted ROUGE-1/2/L to measure the usefulness of generated key aspects for alert
prediction.

In addition to these popular functional metrics, we also observed a limited number of non-
functional metrics. One representative example is Efficiency, which is used in nine studies [12,
104, 139, 162]. Most SE tasks, such as code search and code completion, have a high demand for
the response efficiency of AI models, i.e., preferring tools/approaches providing actionable results
within acceptable time cost, and explanations are no exception. Given that explainability mostly
serves as a by-product of model outputs, approaches requiring higher computation overhead are
unlikely to be adopted by the audience, even if they achieve promising performance in terms of
other aspects.

- ▶ RQ3—Summary ◀

—The analysis indicated a notable scarcity of well-documented and reusable baselines or
benchmarks for work on XAI4SE. Approximately 28.7% of the benchmarks employed in the
evaluations of our studied approaches were self-generated, with a significant portion not
being publicly accessible or reusable.

—We noticed that there is no consensus on evaluation strategies for XAI4SE studies, and in
many cases, the evaluation is only based on specific properties, such as correctness and
coherence, or researchers’ subjective intuition of what constitutes a good explanation.

ACM Comput. Surv., Vol. 58, No. 4, Article 95. Publication date: October 2025.



95:22 S. Cao et al.

6 Discussion
In this section, we discuss current challenges (Section 6.1) and highlight promising opportunities
(Section 6.2) for conducting future work on XAI4SE.

6.1 Challenges
Challenge 1: Lack of Consensus on Explainability in SE. One of the major challenges in devel-
oping explainable approaches for AI4SE models is the lack of formal consensus on explainability
within the field of SE. As shown in the earlier sections, numerous points of view are proposed when
trying to articulate explainability for a specific SE task. For instance, to assist software developers
in understanding defective commit, some approaches simply highlight the lines of code that the
model thinks are defective [140], while others extract human-understandable rules [103], or even
natural language descriptions [82] from the defective code that can serve as actionable and reusable
patterns or knowledge. Although this diversity can meet the distinct requirements of audiences with
different levels of expertise, it greatly increases the difficulty of establishing a unified framework
which provides common ground for researchers to contribute toward the properly defined needs
and challenges of the field.
Challenge 2: Tradeoff between Performance and Explainability. For some real-world tasks, a
model with higher accuracy usually offers less explainability. Such Performance-Explainability
Tradeoff (PET) dilemma often results in user hesitation when choosing between black-box models
and inherently transparent models. While certain studies [110, 111] indicate that black-box models
performing complex operations do not necessarily result in better performance than simpler
ones, it is often the case for advanced SE models built upon immense amounts of structured and
unstructured data. This challenge highlights the necessity of flexibly selecting XAI techniques
according to various factors, such as the characteristics (e.g., input/output format and model
architecture) of different SE tasks, resource availability (e.g., time cost), and consideration of risk
(e.g., ethics and legality). For example, explainability may be particularly important to avoid bias
in a developer recommendation system, while performance might be prioritized in an AI-aided
coding scenario.
Challenge 3: Disconnection between Academic Efforts and Industry Needs.The deployment
of XAI techniques in SE practice, particularly security-critical tasks like vulnerability detection [10],
necessitates rigorous validation to satisfy not only effectiveness, but also robustness, controllability,
and other special concerns. Here, the controllability means that each user should be shown the most
complex explanation this user can still grasp, i.e., giving control back to the user. This property is
important because users can adapt the explanation to their needs [32].This proves challenging given
the complex and dynamic nature of SDLC. In addition, due to the different intents and expertise of
audiences, a single explanation format may not be applicable to everyone. For instance, while visual
explanation can be attractive for the layperson since it is natural and intuitive, it could potentially
overwhelm domain experts with superfluous information, thereby increasing their cognitive load
and rendering the tool counterproductive [158].

6.2 Opportunities
Opportunity 1: Application on Underexplored and Complex SE Tasks. Throughout our
study, it was clear that XAI techniques have been widely used in certain SE tasks to support users
in decision-making or improve the transparency of AI models. However, the current application
of XAI techniques in some SE activities remains relatively sparse. As shown in Figure 2(a), not
many studies focus on software requirements and design and software management. This unveils a
substantial opportunity: broadening the application of XAI techniques to these under-explored
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research topics. We suggest that future work should concentrate on two aspects. First, for emerging
SE tasks that have only recently benefited from ML/DL, integrating off-the-shelf XAI techniques
into existing research workflows as a component rather than developing end-to-end solutions
appears more pragmatic. For example, compared to conventional tools which heavily rely on
pre-defined templates or grammars, leveraging the powerful capability of LLMs on code and natural
language comprehension to generate formal program specifications [80], fix vulnerabilities [148],
and analyze developers’ sentiment [169] have shown promising results. By combining them with
established techniques [84], we can achieve reliable and efficient explanations in a seamless manner.
Second, for complex SE tasks that have yet to be fully explored by the research community, such as
Code Search and API Recommendation, it is promising to conduct user survey (e.g., interviewing
relevant industrial practitioners) to understand their perceptions.
Opportunity 2: Customizing Task-oriented XAI. In themidst of our analysis it became clear that
most approaches used to provide explanations for AI-driven SE models are directly inherited from
off-the-shelf XAI techniques without any customization. Unfortunately, existing XAI techniques,
originally not designed for SE tasks, likely generate suboptimal or even misleading explanations.
Given these reasons, we recognize a research opportunity to customize explanation approaches
more suitable for SE tasks. In this regard, the integration with DK appears to be the most promising
direction to explore. For example, security experts can construct a vulnerability knowledge base by
extracting multi-dimensional information from trusted and public-available intelligence sources
such as Snyk5 and National Vulnerability Database6 (NVD). This data- and knowledge-driven
strategy fosters not only users’ understanding of how a black-box model works, but also their
active engagement in its development and evolution.
Opportunity 3: Combination of Various Explanation Formats. An obvious trend in our anal-
ysis was that different explanation formats are commonly used alone. Given their complementarity
(e.g., source code explanations and textual explanation are complementary to each other in an
AI-assisted programming support context), we believe there is an opportunity to combine diverse
formats of explanation for a more robust and complete decision performance, and improves the
likelihood of having at least one explanation that the user understands.
Opportunity 4: Human-in-the-Loop Interaction. Exploring a more user-centric approach that
provides users with greater agency could lead to results that are orthogonally beneficial to those
found using more common techniques. To effectively support human decision-making, there is an
escalating need for interactive XAI tools that empower users to actively engage with and explore
black-box SE models, thereby facilitating a profound comprehension of the models’ mechanisms
and their explainability. However, most reviewed works leave aside important aspects pertaining to
the XAI tool’s interaction with SE practitioners as an AI assistant. Several studies have highlighted
that users had more trust when presented with interactive explanations [142]. Thus, one possible
research interest could be in the application of human-AI dialogue agent. For instance, LLMs such
as ChatGPT can serve as the main controller or “brain” to guide users to clarify their vague intents
through multi-round dialogue and return personalized explanations by having access to one or
more XAI techniques.
Opportunity 5: Curating High-quality and Multi-dimensional Benchmarks. Evaluating
the newly proposed approach over baseline techniques on a benchmark is developing into a stan-
dard practice in SE research. Nevertheless, existing benchmarks may face issues related to quality,
availability, and personalization. First, ground truth information scarcity is still a major issue since

5https://snyk.io/
6https://nvd.nist.gov/
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Ante-Hoc

Post-Hoc

Model-
Specific

Model-
Agnostic

time_days 
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>13.9

num_fix_files
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time_days

Verified
Fixed

ReopenedReopened

Resolved
Fixed

Assigned
Fixed

� � � 

��� 

Reopened

<=21.3

time_days

>21.3

Not ReopenedReopened 

<=65.1>65.1

Reopened

>4

num_fix_files

<=4

Not Reopened

>2

time_days

<=2

Not Reopened

>7.25

� � � 

<=7.25

Out-of-the-
Box Toolkit

(~34%)

Attention
Mechanism
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Conceptual 
Model

Semantic 
Matching

Information
Retrieval

Specifications 
Synthesis

Delta 
Debugging

Auxiliary 
TaskKnowledge 

Graph

Linear
Regression

Rule 
Induction

Formal 
Reasoning

Others
(~13%)

Causal 
Inference

Domain 
Knowledge

(~20%)

FFT

Interpretable 
Models
(~23%)

WheaCha

Probing

COMM 11.00

CountClassBase 8.0

CountOutput_Min 0.00

DDEV 3.00

CountClassDerived 2.0

Feature Value

IF Del. Lines=40 & Entropy=0.97 & #Dev=3 THEN predict=TRUE

IF Entropy=0.97 THEN predict=TRUE

Rule1

Rule2

        14       src/mongo/shell/linenoise.cpp

   @@ -2762,7 +2762,17 @@ int linenoiseHistorySetMaxLen(int len) {

 int linenoiseHistorySave(const char* filename {
     FILE&* fp = fopen(filename, "wt");
     if (fp == NULL) {
         return -1;
     }
     for (int j = 0; j < historyLen; ++j) {
         if (history[j][0] != '\0') {
             fprintf(fp, "%s\n", history[j]);
         }
     }
     fclose(fp);
     return 0;
 }

2762
2763
2764
2765
2766
2767
2768
2769
2770
2771
2772
2773
2774
2775
2776
2777

     CVE-2016-6494 Detail
Description
The client in MongoDB uses world-readable permissions on .dbshell history 
files, which might allow local users to obtain sensitive information by reading 
these files.

Weakness Enumeration
CWE-ID CWE Name

CWE-200 Exposure of Sensitive Information to an Unauthorized Actor

CWE-ID CWE Name

CWE-200 Exposure of Sensitive Information to an Unauthorized Actor

VulTeller
The FILE before VERSION does not verify that use ofthe permissions on 
history files, allows local guest to read sensitive information by reading these 
files.

VulTeller
The FILE before VERSION does not verify that use ofthe permissions on 
history files, allows local guest to read sensitive information by reading these 
files.

Prediction Label: Vulnerable

Explainable AI for Software Engineering Guidelines
A Checklist

   Not su itable 
for practical u se

AI4SE 
Solu tion

AI4SE 
Solu tion

Guideline 1
R equ irement 

Analysis

Guideline 2
Approach
Selection

Guideline 3
Mu lti-Dimensional 

Evalu ation

Guideline 4
Feedback-Driven

Optimization

Guideline 5
Legal and Ethical 

Considerations

Passed Mostly Passed Not Passed Not Passed Partially Passed

Su itable for 
practical u se

Fig. 11. Guidelines for applying XAI to SE research.

the process of data annotation is expertise-intensive and time-consuming for large-scale datasets.
This is even more critical in the XAI field, where additional (and commonly multi-modal) anno-
tations are required (e.g., textual descriptions and structured decision-making rules). A potential
solution involves promoting cooperation and collaboration between the industry and academia.
We have started to see efforts in constructing high-quality benchmarks with annotated explanatory
information in other domains, such as the FFA-IR dataset [62] for evaluating the explainability
on medical report generation. Second, the most adopted evaluation approach in current XAI4SE
studies is to resort to the practitioners’ expertise. However, considering the variability in experts’
opinions, this strategy is particularly biased and subjective [91]. Given that such human feedback
is immensely valuable in understanding the strengths and weaknesses of XAI techniques, a clear
avenue for improvement is to standardize a protocol for human evaluation of these systems by SE
practitioners.

7 Guidelines for Future Work on XAI4SE
In this section, we synthesized a checklist with five prescribed steps that should aid in guiding
researchers through the process of applying XAI in SE, as illustrated in Figure 11.
Guideline 1: Requirement Analysis.This first step focuses on clarifying specific needs of distinct
stakeholders for a certain SE task. For example, for end-users (e.g., developers and practitioners)
which do not have technical knowledge in underlying AI models, the format and context of an
explanation should be easily understandable so that they can seamlessly incorporate such evidence
in their decision process. This involves (¶) determining who uses the model outputs, and in what
way; (·) refining requirements through user surveys; and (¸) standardizing requirements into
document form by integrating the feedback.
Guideline 2: Approach Selection. While one of the advantages of out-of-the-box XAI toolkits is
that they provide some degree of convenience, it is still important for researchers to carefully con-
sider various aspects of existing explanation techniques and determine whether a given technique
could be adapted for their task to prevent the oversimplification of the problem, or whether the
creation of a new technique should be considered. As such, this step involves (¶) determining suit-
able explanation techniques based on task fitness, model compatibility, and stakeholder preference;
and (·) accounting for the combination of different formats of explanation. Additionally, all steps
should be thoroughly documented to support replication.
Guideline 3: Multi-Dimensional Evaluation. Explainability is a multi-faceted concept. Thus,
this step requires (¶) carefully choosing metrics, especially quantitative measures beyond accuracy,
for the task; (·) testing the approach against well-constructed benchmarks; and (¸) ensuring it has
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reached optimum capability. Such a multi-dimensional overview could be implemented as a radar
chart that comprehensively and concisely conveys the strengths and weaknesses of the explanation
approach. Similar to the previous step, researchers should strive to both include the details of their
evaluation plan as well as provide rationale for the choices made.
Guideline 4: Feedback-Driven Optimization. In addition to quantitative evaluation, it is also
crucial to investigate the usability of XAI techniques from a human-centric view. This step demon-
strates a meaningful attempt to intuitively understand how the proposed approach would perform
in a real-world scenario. Here, researchers should integrate XAI4SE solutions into developers’ daily
development workflows gradually, and conduct empirical studies, such as interviews, question-
naires, and observation of developers using these techniques in real-world scenarios, to gather
rich user experiences. Such feedback helps to identify pain points that can further enhance user
satisfaction.
Guideline 5: Legal and Ethical Considerations. The final step involves properly evaluating the
potential legal and ethical implications before deploying XAI techniques in the wild. Specifically, it is
necessary to ensure your data collection process is compliant, privacy-preserving, and unbiased [167,
168]. Moreover, it is also important to carefully consider the possible consequences of inaccurate
explanations. Therefore, researchers should take appropriate measures, e.g., conducting audits in a
regular manner, to minimize any risks of this kind.

8 Conclusion
Explainability remains a pivotal area of interest within the SE community, particularly as increas-
ingly advanced AI models rapidly advance the field. This article conducts an SLR of 108 primary
studies on XAI4SE research from top-tier SE and AI conferences and journals. Initially, we for-
mulated a series of RQs aimed at exploring the application of XAI techniques in SE. Our analysis
began by highlighting SE tasks that have significantly benefited from XAI, illustrating the tangible
contributions of XAI (RQ1). Subsequently, we delved into the variety of XAI techniques applied
to SE tasks, examining their unique characteristics and output formats (RQ2). Following this, we
investigated the existing benchmarks, including available baselines, prevalent benchmarks, and
commonly employed evaluation metrics, to determine their validity and trustworthiness (RQ3).

Despite the significant contributions made to date, this review also uncovers certain limitations
and challenges inherent in existing XAI4SE research, offering a set of guidelines that delineate
promising avenues for future exploration. It is our aspiration that this SLR equips future SE
researchers with the essential knowledge and insights required for innovative applications of XAI.
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